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Abstract—The User interface (UI) is a key component of an 

interactive software application; therefore, it is important to 
provide software developers with basic UI design skills. However, 
teaching UI design is challenging, even at a basic level, and there 
is little teaching support. In this paper, we investigate the benefits 
of the feedback-enriched simulation environment (FENIkS) for 
learning fundamental UI design principles toward designing the 
functional aspects of a UI. FENIkS is a model-driven educational 
environment making use of simulation as learning support by 
generating a UI and the underlying application starting from 
conceptual domain and presentation models. The generated 
application and UI contain feedback elements for the learners. 
This feedback shows if the generated prototype is compliant with 
certain key design principles and why the principles are 
considered to be well applied or not. We conducted an experiment 
using bachelor-level courses to observe the effects of FENIkS on 
the learning of UI design principles by novice UI designers. The 
effectiveness of FENIkS was measured by comparing the results of 
students on a test performed without and with the use of FENIkS, 
using statistical methods. The findings show an improvement in 
student’s learning of UI design principles when using the FENIkS 
approach. 
 

Index Terms—Automated feedback, computer science 
education, educational technology, user interfaces. 

I. INTRODUCTION 
OWADAYS, software applications are present in almost 
every aspect of our daily life. The user interface (UI) is 

considered one of the critical components of software 
applications because it enables users to interact with the 
software [1]. There is a growing interest in the study of UI 
design. Consequently, there is a need for skilled professionals 
capable of designing high-quality UIs. However, software 
engineering courses focus mostly on the programming, design, 
and architecture of the application logic while giving limited 
attention to the UI design. Often, software developers seldom 
receive further training on UI design; therefore, they should 
learn basic UI design principles. Although learning can be 
challenging, various UI design characteristics make the 
teaching of UI design difficult: task and tool complexity, rapid 
technological changes, and the inherent difficulties associated 
with teaching complex learning tasks [2]. 

The four-component instructional design (4C/ID) method for 
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complex learning tasks [2] emphasizes the importance of 
training students based on “whole” and “real-life” tasks. 
Although “part-task practice” is essential in developing partial 
competences, learners must integrate multiple partial 
competences into a global competence to address complex tasks 
[2]. Therefore, the students need to be trained using “whole” 
tasks based on real-life tasks to ensure the transfer of knowledge 
to their future work environment.  

Some tools have been developed to offer “part-task practice,” 
including worked examples and games. Simulation has the 
advantage of being capable of addressing whole complex tasks 
and has been used in multiple domains as a teaching tool, 
including areas of knowledge like mathematics [3], [4], physics 
[5], and engineering [6]–[8]. During the development of 
learning tasks, unlike real-life tasks, simulation gives teachers 
more control over the complexity of the tasks, the amount of 
student support provided, and mitigation of the risks associated 
with failed task execution. Simulation is often applied in UI 
development by using tools such as mock-ups and wireframes. 
However, it rarely addresses “whole” tasks practice, as 
prototyping often focuses only on the UI. Furthermore, it lacks 
learner’s support in the form of easy-to-use technology or 
automated in-tool feedback. 

This research aims to improve the teaching of UI design by 
developing an educational simulation environment that enables 
“whole-task” practice while removing the difficulties 
associated with complex UI design tools. It requires collecting 
requirements for the learning environment and developing the 
environment. The benefits of using the educational simulation 
environment for students’ achievement of learning goals are 
evaluated by conducting experiments, using an experimental 
design that controls unwanted variations while ensuring equal 
benefits for all students.  

The remainder of this paper is structured as follows: Section 
II presents the problem statement, discusses related work, and 
outlines the general research approach. Section III gives an 
overview of FENIkS and highlights the learning benefits. 
Section IV presents the methodology for the experimental 
evaluation and describes the method for measuring the effects 
of the proposed simulation technique on the learning outcomes 
and shows the results. Section V discusses the limitations of the 
experimental assessment. Then, Section VI concludes the work. 
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II. PROBLEM STATEMENT, RELATED WORK, AND PROPOSED 
RESEARCH APPROACH 

A. Difficulties in Teaching UI Design 
Creating a UI is a complex task, and several factors con-

tribute to making UI design difficult to teach, even at a basic 
level [9]–[11]: 

The inherent complexity of the UI design: The field of UI 
design is inherently multidisciplinary; therefore, difficult to 
teach [12]. It involves several areas of computer science, such 
as computer architecture, operating systems, and computer 
graphics. Designers need to analyze the user-application 
interactions and model the interactions using various types of 
models, including task, user, and UI models. Thus, hands-on 
exercises require a considerable amount of knowledge from the 
students [13], which makes teaching UI design to students with 
low prior knowledge very difficult. 

Rapid technology changes: Due to the rapid development of 
technology, there are various platforms and devices for which 
UIs can be designed. Developing UIs for multiple platforms, 
which provide the same functionality, further increases the 
difficulties in teaching UI design [14]. Therefore, students 
should be able to extrapolate knowledge and solve problems in 
new situations without taking into account technological details 
[15]. This requirement, however, increases the burden on 
teachers as they need to evolve their teaching tools. 

The complexity of UI design tools: There are multiple UI 
design tools, which students need to learn. However, there is a 
potential risk of students focusing on understanding how to use 
the tools instead of learning how UIs should be designed. 

The three earlier mentioned problems result in general 
pedagogical difficulties of teaching complex tasks. Complex 
learning tasks are characterized by the need to integrate various 
types of knowledge. Moreover, there are multiple valid ways to 
accomplishing tasks. These characteristics also apply to UI 
design [16], [17]. The integration of knowledge is stimulated by 
having students work on “whole” tasks instead of fragmented 
tasks. Notably, “active” learning is the better approach to 
complex learning [18], and practicing what has been learned 
facilitates teaching and is more rewarding for the students [19]. 
Solving these pedagogical problems is challenging in UI 
design. Providing students with feasible “whole tasks” and 
practice are made difficult by the inherent complexity of UI 
design, further exacerbated by tool complexity and rapid 
technological changes. The multiple valid solutions for a single 
design problem call for individual feedback, preferably 
immediate and explanatory rather than only corrective [20], 
resulting in an increased workload for teachers. As explained in 
[21], feedback on student performance is a central part of 
formative assessment approaches and improves students 
learning. 

B. Existing Tools and Approaches to Teaching UI Design 
1) General tools for teaching UI design  

Within the UI design community, various efforts have been 
made to address the difficulties in teaching UI design. Notably, 
the difficulties associated with the complexity of tools have 
been addressed by providing tailored and simplified educational 

environments. The difficulties associated with the inherent 
complexity of UI design have been addressed by offering 
streamlined, simplified partial tasks to the students as opposed 
to real-life “whole” tasks. We discuss general tools and 
simulation tools to understand the success factors for teaching 
UI design. 

Barrett [12] proposed a hypertext module that presents 
interface design principles and provides examples of good and 
bad interfaces, thus, simplifying the task and eliminating the 
need for students to interact with UI design tools. The tutorial 
includes the explanation of using metaphors, input devices, 
output methods, and evaluation issues. The knowledge is 
presented through textual descriptions, static and interactive 
examples.  

The multimedia design advisor tool proposed in [22] is based 
on a simplification strategy. Multimedia designers can select 
appropriate media types for various information types using the 
tool. The tool works as a wizard giving recommendations on 
appropriate media based on the information type illustrated 
with examples. 

Gamification is used in addition to simplification in the 
UsabilityGame [23]. The game shows a corporate environment 
to the player simulating real situations in the projects of a 
fictitious company. The game supports the teaching of the 
usability engineering life cycle, requirements analysis, 
prototyping, and heuristic evaluation. It shows a list of web 
interfaces with a heuristics list, where the student needs to select 
which of the heuristics have been applied.  

ILIAS is proposed in [24] to address usability issues in an 
open-source learning management system. ILIAS users learn 
how to improve the use of ILIAS as a learning management 
system. The approach provides a taxonomy of UI components 
within ILIAS and guidelines for how to use them. It is an 
example of task simplification by offering a partial task and 
focusing on students’ familiar environment. 
2) UI simulation tools 

A few approaches support UI design using simulation based 
on the generation of prototypes. Prototypes can assist in 
addressing more complex and a larger variety of tasks, such as 
facilitate communication with the stakeholders, especially with 
the end-users [25], thus enabling students’ training in this 
aspect of the job. A simulation of interactive behavior with 
different adaptive menu algorithms using low-fidelity 
prototypes was presented in [26]. The simulation results are 
used to explore the possible outcomes of human performance 
for various menu generation algorithms. Simulated users are 
also used by [27] to test the probability that a user will 
experience difficulties when transitioning from one screen to 
another. 

DynaMo-AID [28] generates a prototype from task and 
dialog models. Trætteberg [29] proposed a tool for the 
generation of prototypes from UI and domain models. This 
approach offers a concrete visual representation of the UI and 
enables prototype testing using an executable dialog model. Da 
Cruz and Faria [30] proposed an approach for generating a 
functional prototype from domain and use case models. 
GUILayout++ [31] enables the creation of prototypes with an 
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abstract representation of UIs that can be used for evaluating 
the structure of the UI based on the composing areas. An 
automated layout approach for UI generation is proposed in 
[32]. This approach enables specifying layout parameters that 
can be used for rapid prototyping and initial user evaluation. 
CIAT-GUI [33] enables the visualization and modification of 
intermediate prototypes of the graphical UIs from domain and 
task models. Sottet et al. [10] generated prototypes from partial 
configurations using interaction flow and domain models. 
These tools for UI design simulation facilitate evaluating 
possible designs and can be useful teaching tools for this 
specific learning goal. However, none of them have been 
created for teaching UI design, and therefore they lack ways to 
support learners during their learning process. Notably, while 
using these tools, designers do not receive any instructional 
feedback that helps to learn UI design. The approaches that are 
similar to FENIkS are DynaMo-AID [28] and Trætteberg [29], 
which enable simulating a UI through the generation of 
prototypes from conceptual models. However, in both cases, the 
generated prototype is not completely functional, thus not 
enabling the training of students on “whole” tasks. 
Furthermore, these approaches are applicable in different 
contexts. DynaMo-AID addresses context-sensitive UI for 
mobile applications, while Trætteberg’s approach addresses the 
generation of graphical UIs. Dynamo-AID cannot handle 
usability. Trætteberg’s approach improves usability by 
integrating UI behavior and real UI components. However, 
none of the environments provide instructional feedback to the 
designer on how well design principles have been applied, and 
they are not designed for novice designers. The goal of FENIkS 
is to improve on the “whole task” and feedback aspect 
compared to existing simulation tools. 

C. General Research Approach 
The review of existing work reveals 1) that existing 

educational environments simplify the tasks substantially by 
starting from predefined examples of UIs; 2) that simulation 
tools are not enabled for “whole-task” training, and lack 
educational features such as feedback or recommendations. 
Prototyping has proved to be effective in evaluating different 
design alternatives [34]. Therefore, UI prototyping could be an 
effective way to learn UI design. In addition to the “whole-task” 
training, the feedback is important. Providing individual and 
immediate feedback is a key factor for skills acquisition [35], 
[36]. Previous research has demonstrated that simulation with 
integrated feedback positively contributes to the learning 
process [37], enabling the learner to “learn by experiencing” 
[38] and promoting successful transfer of knowledge to the real-
world environment [39]. Experimental research on teaching UI 
design indicates that patterns and guidelines positively impact 
the novice designer’s performance [40]; therefore, we propose 
to base the feedback on general UI design principles. 
Furthermore, difficulties associated with tool complexity 
should be resolved, and instructional design guidelines for 
complex learning should be observed. Consequently, the 
general research approach is 1) define requirements for the 
educational support for learning UI design; 2) develop an 

educational simulation tool; and 3) test the impact of applying 
the tool on the learning of UI design. 

The contributions of this research are as follows: 
1) We identify the requirements that an educational tool needs 

to provide support for teaching the functional aspects of UI 
design.  

2) We develop an educational environment that satisfies those 
requirements, referred to as FENIkS. 

3) We perform an empirical study that validates the teaching 
support of FENIkS for the functional aspects of UI design. 

III. SIMULATION WITH FEEDBACK IN UI DESIGN TEACHING: 
FENIKS 

In Section III-A, we describe the requirements to support the 
teaching of UI design. We describe FENIkS in Sections III-B 
and III-C. Section III-B describes the overall approach to 
generate a prototype. Section III-C describes how learning 
support is integrated into FENIkS. Subsequently, Section III-D 
analyzes the extent FENIkS satisfies the requirements described 
in Section III-A. A more extensive description of the technical 
design of FENIkS is in [41]–[43]. 

A. Requirements for Teaching Functional UI design 
A teaching approach should satisfy the following 

requirements to facilitate the learning of the functional aspects 
of UI design: 

R1: Outcome-oriented guidance. Multiple approaches can be 
followed to achieve a good UI; therefore, the focus should be 
on assessing the quality of the outcome instead of the quality of 
the approach. The quality of a UI design is achieved by 
observing good practices and principles that resulted from 
studying human behavior with computer systems [44]. 
Therefore, the educational environment should assist in 
observing these good practices of UI design.  

R2: Immediate Feedback. In [45], the influence of feedback 
is addressed, and the essential components that make it 
effective are also defined. Providing individual and immediate 
feedback during learning is a key factor for skills acquisition 
[35], [38]. Task-level corrective and explanatory feedback 
informs learners and teachers how well tasks are performed and 
understood (and why) [20], and how close the learners are to 
accomplishing desired outcomes [46]. The educational 
environment should provide immediate corrective and 
explanatory feedback to the learners about their UI design. 

R3: “whole-task” practice through the co-design of an 
application and its UI. Teaching UI design is complex because 
it depends on multiple types of knowledge and competences. 
Teachers typically address this using compartmentalization and 
fragmentation of a “whole task” into “part tasks” [18], for 
example, by teaching only the design of UIs and leaving out 
application development. However, in such a fragmented 
approach, students do not learn the full implications of the 
design decisions they made, particularly how UI design is 
closely related to the functionality of the application. Therefore, 
integrating UI design and application development can 
contribute significantly to the development of better systems 
[47] by explicitly establishing the link between the UI and the 
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application logic. 
R4: Ease of use. Designing UIs is a difficult process [11], 

[48]; therefore, ease of use is a critical factor [49]. The 
environment should be simple, understandable, flexible to 
interact with, and easy to become skillful at. Ease of use is 
important to avoid students focusing on learning the use of a 
tool rather than learning UI design. 

R5: Learning by experiencing through simulation. UI design 
simulation allows trying different possibilities and visualizing 
the effects. Consequently, it enables learning from experience 
by allowing a student to explore what-if scenarios. Simulation 
with real-life cases is beneficial for complex learning [2], [18], 
and facilitates the transfer of knowledge to real-life 
environments [38], [50]. 

R4 is needed to address tool complexity, R1, 2, 3, and 5 are 
based on instructional design principles for complex learning 
[18]. 

B. Simulation with UI Generation in FENIkS 
We extended an existing tool to create the proposed 

simulation environment. Particularly, FENIkS is based on 
JMermaid, a tool that has been used for more than 10 years for 
teaching conceptual modeling using simulation with feedback 
[51]. JMermaid was developed based on the concepts of 
MERODE, a model driven engineering (MDE) method [52] 
that enables specifying an enterprise’s conceptual domain 
model that is platform-independent and sufficiently complete to 
automatically generate a prototype. The prototype contains 
instructional feedback [51], [53], [54], the effectiveness of 
which has been proven through several experimental 
evaluations [50], [54]. 

To support the design of a non-default UI, JMermaid was 
extended with two additional models and their corresponding 
generation of code: an Abstract User Interface (AUI) model and 
a Presentation Model (PM), this constituting the FENIkS 
approach [41]. 

The PM consists of three different views, and each is shown 
in a different tab in FENIkS: 1) the General aspects view, which 
collects the name of the application and other information to be 
shown in the title, 2) the Window aspects view, which captures 
preferences about how widgets will be shown (see Fig. 1), 3) 
the Input aspects view to capture the preferences related to input 
functionality of the application, such as how to configure input 
fields for attributes or how to show to-be-selected associated 
objects [42], [43] (see Fig. 2). 

The tool provides default options; thus, designers do not need 
to specify values for all the design options. As a result, the 
generated code can be obtained at the early stages of the 
development process, provided the models are correct (meaning 
they need not be complete). 

Fig. 3 shows the generation process. The process starts with 
the design of the platform-independent conceptual domain 
model and the PM. When the designer clicks the “generate” 
button, first, a model-to-model (M2M) transformation is 
executed to obtain the AUI model, which is also platform 
independent and is the expression of a UI in terms of interaction 
units without making any reference to the implementation. 

Second, model-to-code (M2C) transformations generate the 
prototype from the conceptual domain model and the AUI 
model. 

 

 

 

 
The transformation steps are transparent to the designer, who 

only sees the final result, the application. The designer can 
regenerate another prototype by using the UI options stored in 
the PM. Changes in the UI options are shown on the UI 
accordingly. Furthermore, the application logic can be changed 
by updating the domain model. 

 
Fig. 1. Window aspects of the PM in FENIkS. 

 
Fig. 2. Input aspects of the PM in FENIkS. 

 
Fig. 3. Generation process with FENIkS. 
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C. Feedback for Learning UI Design Principles 
The design of FENIkS incorporates feedback to support the 

learning of UI design principles. FENIkS provides three types 
of instructional feedback related to the UI design: 1) immediate 
visual feedback using a preview; 2) explanatory feedback 
explaining why the UI is generated in a specific way and tracing 
the application’s appearance to its origin in the PM, and 3) 
corrective feedback telling the learner whether the chosen 
design decisions are compliant with design principles.  

Immediate visualization: At the bottom of the Windows and 
Input aspects views, the tool offers a preview of the to-be-
generated UI that is automatically updated based on the selected 
UI options (see Fig. 1 and Fig. 2). The preview feature supports 
the learners by visualizing the generated UI and tracing changes 
in the model to their effects before generating the prototype. 

In the generated prototype, explanatory and corrective 
feedback is provided as a “UI Help” feature in the application’s 
main window. The designer selects General, Window, or Input 
aspects, and an option to see the explanation.  

Fig. 4 shows an example of explanatory feedback 
corresponding to the Input aspects where the learner is pro-
vided with the feedback for the “Generate components by 
attribute type” option. The feedback is divided into three parts: 
1) what the stored values are in the PM: 2) what the 
consequences are for the generated prototype, and 3) how to 
make modifications. From this view, it is possible to view the 
PM and the chosen values of the Window aspects.  

Furthermore, FENIkS provides corrective feedback about 
compliance with two categories of UI design principles. First, 
there are four “to actively observe” principles, which 
compliance is influenced by the designer’s choices in the 
presentation model. Depending on the chosen options in the 
presentation model, the principles are well applied or violated 
in the generated prototype. 

 

 
 

The “to actively observe” principle's are: 
• Allow users to use either the keyboard or mouse. 
• Provide visual cues. 

• Good error messages. 
• Prevent errors. 

 
Each of these principles has associated concrete guidelines 

for which options have been defined with two types of values: 
a positive value that makes the generated prototype compliant 
with the guideline and a negative value that implies guideline 
violation. The possible values are shown to the learners as UI 
design options in the presentation model. The chosen values are 
stored and used for the UI generation. 

Second, three additional principles are “observed by default” 
in FENIkS, by which we mean that the generated prototype 
complies with these principles by default. The feedback 
explains the reasons why they are well applied: 
• Structure the UI. 
• Strive for consistency. 
• Offer informative feedback. 

 
Using the values for the design options stored in the PM, 

FENIkS checks for each principle to be observed if the values 
selected by the learner are correct. Then it informs the learner 
on which principles the prototype is (partially) compliant with 
and which principles it is not to provide automatic feedback on 
principle compliance to the learner.  

Fig. 5 shows an example of the feedback: besides the names 
of the principles, the feedback also explains the rationale behind 
the compliancy level and how the “observed by default” 
principles are satisfied. 

The most important factors of the feedback provided by 
FENIkS, based on the framework presented in [55], are 
described as follows. Although the purpose of the provided 
feedback is corrective, it is also explanatory because it pro-
vides knowledge about the correct response (see Fig. 5). The 
feedback is accessible anytime, but the learner can also request 
this feedback before generating the prototype. It enables the 
designer to make the necessary changes in the PM to be 
compliant with all the principles, without needing to generate 
the prototype. Nevertheless, the generation is helpful for the 
complete visualization of the outcomes of choices in the PM. 

All feedback in the tool is formative: It provides learners with 
information and guidelines to improve their answers while 
performing the learning task. As explained in [45], formative 
feedback is useful to students to improve their understanding 
level. The feedback is provided at Task-level and addresses 
how well tasks (in this case design principles) are understood, 
performed, or applied. It focuses on faults in the interpretation 
of the principles and the outcome produced. The recipient of the 
feedback is an individual learner, and the educational setting is 
the university. Learner control is achieved by letting the student 
decide when and where to see the feedback in FENIkS or the 
prototype (see Fig. 5). 

 
 

Fig. 4. Design options explanatory feedback. 
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Similar to DynaMo-AID [28] and Trætteberg’s approach 

[29], FENIkS generates a prototype from conceptual domain 
models, which help the designer see how the application would 
look and function.  

D. Requirements Satisfaction 
FENIkS satisfies the requirements presented in Section III-A 

as follows: 
R1: Evaluating the outcome against good practices of UI 

design is satisfied using the principles for which FENIkS 
incorporates various design options and feedback.  

R2: Immediate Feedback is satisfied because students can 
ask for feedback any time before and after generating the 
prototype. 

R3: “Whole-task” practice and integration of knowledge via 
the co-design of an application and its UI are satisfied because 
it is possible to “co-design” the conceptual domain model and 
the UI design models. The integration enables the management 
of consistency and links between all the models and easily 
switching between adapting the application or adapting the UI. 
Students can thus address all aspects of application design. 

R4: Ease of use. Once the conceptual and PMs have been 
created, the prototype can be generated with only one click. 
This produces an “illusion of simplicity,” which makes the tool 
easy to use. There is no need to have a perfect or complete set 
of models to test the UI and the application code. Furthermore, 
the prototype can also be generated at early stages from a 
minimal domain model consisting of only one object type. The 
default values of the PM can be used, without needing to specify 
them. The possibility of generating the prototype from 
incomplete models enables checking partial versions of the 
prototype faster and contributes to ease of use. 

R5: Simulation. There are two types of simulation 
incorporated in FENIkS: simulation by generating a fully 
working prototype and simulation of UIs using the runtime 

preview. An important added value is that this preview has the 
same layout as the to-be-generated UI. It also supports 
combining several generation options at once, enabling 
developers to assess the result of the overall generation process, 
instead of on a per-option basis. 

IV. EXPERIMENTAL EVALUATION 
In this section, we present the experimental study we con-

ducted to assess the effectiveness of FENIkS. Specifically, to 
which extent FENIkS is adequate to support the learning of UI 
design principles by software engineering students who have no 
prior training in UI design. Therefore, such students are 
considered novice designers. 

A. Measurement Instruments 
The effectiveness of FENIkS to support the learning of UI 

design principles is measured by student’s test scores on an 
assessment of their knowledge about UI design principles. 
Furthermore, perceived usefulness and satisfaction are 
measured to evaluate the acceptance of the environment by the 
students. 
1) Knowledge assessment 

Students were given a set of UIs of a system where some UI 
design principles were well applied, and other principles were 
violated to test the knowledge of UI design principles. The 
students had to answer a series of questions (Exercises A/B, see 
Appendix A) to assess learning outcomes at different cognitive 
levels of Bloom’s taxonomy [56]. Next, we explain some 
illustrative examples (see the complete test in Appendix A): 

Cognitive level “understand”: in Exercise A, questions 3–8, 
10, 11, 13, students need to explain why certain items are an 
example (or not) of a principle. For instance, question 3 
presents several statements where the student has to indicate 
which of these is a correct application of the principle 
“Structure the UI.”  

Cognitive level “apply”: in Exercise A, questions 1, 9, 12, 
students need to identify the correct application of a principle. 
For instance, question 9 presents different options for errors that 
appear in the system. The student has to select the correct 
message to comply with the principle “Good error messages”.  

Cognitive levels “analyze” and “evaluate”: question 2 in 
Exercise A asks the student whether the way the system asks a 
user for information is correct and why. 

As explained in Section III, FENIkS provides the novice 
designer with feedback about several UI design principles. 
During the experiment, the students answered questions about 
the four “to actively observe” design principles and the three 
“observed by default” principles. The student cannot 
manipulate the design to violate these principles in FENIkS (see 
Section III). Furthermore, questions about three additional 
principles for which there is no feedback were also added to 
compare the effect of using FENIkS on the learning of the 
principles for which it provides support: Visibility, Minimize 
user’s memory load, Speak the user language. 
2) User acceptance of the learning environment 

Previous studies [57] suggested perceived usefulness as an 
important factor for contributing to user acceptance for 

 
Fig. 5. Checking the UI principles in the generated prototype. 
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computer-assisted learning environments. In this research, we 
used a questionnaire (see Appendix B) composed of 15 items 
based on the one proposed by [50]. The items have 7-point 
Likert scales, anchored at the endpoints with the terms 
“Strongly disagree” for 1 and “Strongly agree” for 7. 
Questionnaires make it easier for the students (who feel 
somewhat uncomfortable during class discussions) to give 
feedback to the researchers [58]. 

B. Experimental Design and Variables 
The experimental variables and hypotheses used in this 

experimental study are as follows.  
1) Dependent variables 

The dependent variable is the learning of UI design 
principles, measured through the score on a set of questions. For 
each correct answer, 1 point was given, and 0 was given for 
each wrong answer. Forty points could be obtained in the 
experiment, including 4 points per tested UI design principles 
(10 principles tested). 
2) Independent variables and treatment 

The independent variable used in this study is the use of 
feedback-enriched simulation. The goal of the experiment was 
to use FENIkS (the treatment) to influence the dependent 
variable (the learning of UI design principles). In this study, we 
used the feedback in conjunction with the preview capabilities 
and further simulation to enable students to link the conceptual 
model and the UI options in the generated working prototype.  

An important step in running experiments is conducting 
pilots. As explained by [59], “for novel tools it can be 
particularly important to detect usability problems with a tool’s 
UI that could interfere with participants’ ability to succeed in 
the tasks.” Therefore, before conducting the experiment, as 
shown in Fig. 6, two pilot experiments were conducted. The 
first pilot experiment was conducted during the first semester 
of the 2015–2016 academic year with 12 novice developers to 
evaluate the tool from the perspective of perceived usability by 
novice designers by performing an experiment. No participant 
had prior knowledge of the tool. We used the Computer System 
Usability Questionnaire (CSUQ) [60]. Each participant was 
asked to carry out a set of tasks in FENIkS, and then fill the 
CSUQ. The scores for all the items ranked above 5 (on a 7-point 
scale), indicating a positive evaluation. Developers found 
FENIkS very satisfactory in all areas: usefulness, information 
quality, and interface quality. FENIkS is positively perceived 
overall and provides the functionalities the developers 
expected. Details of this pilot experiment are described in [42].  

The second pilot experiment was conducted during the 
second semester of the 2015–2016 academic year, with 20 
students enrolled in the 4th year of the Informatics Engineering 
program at the University of Holguin to check the feasibility 
and correct setup of the experiment. The pilot experiment 
started with teaching the UI design course to the mentioned 
group of students through lectures and without using FENIkS 
or any other tool. After the lectures, a first test was taken by the 
students. Subsequently, the students learned how to use 
FENIkS, followed by a second test, equivalent to the first one, 
but in this case, students were allowed to use FENIkS as a help 

to perform the test. The second pilot experiment led to the 
adoption of randomized control crossover design for the final 
experiment. We also improved the tests following the pilot 
experiment by adding more questions per principle. 
 

 
C. Experimental Details 

The final experiment, which is the focus of this paper, used a 
crossover design in which the treatment consisted of creating a 
UI using FENIkS. A crossover design was chosen to enable all 
students to use FENIkS while serving as their control group. 
The crossover design significantly reduces between-subject 
variability and permits between and within-group comparison 
[61]. Furthermore, it has the advantage of eliminating bias that 
may be introduced by the professor during the course delivery 
in the two sections (teaching without FENIkS and teaching the 
use of FENIkS) and eliminating any attitude bias that might 
result if students of either section received only the treatment or 
control for the entire course if swapping did not occur [62]. 

The experiment was performed in the 2016–2017 academic 
year with 34 students of the 4th year of the Informatics 
Engineering program at the University of Holguín (see 
demographic details in Table I). 

 

Fig. 7 shows the experimental setup and how it is embedded in 
the course. The learning of UI principles was tested three times. 
First, the students received lectures about UI design principles 
without using any tool. Subsequently, they participated in a pre-
test to measure their knowledge of UI design principles. Then, 
the students learned how to use FENIkS and completed 
Exercises A/B on the same day. Students had one hour to 
complete each exercise, which was a paper-and-pencil test. 
Both exercises aimed to answer questions about specific design 
choices in UI design and whether the design choices are in line 
with UI design principles. The pre and post-test group 

 
Fig. 6. Sequence of pilots and experiments. 

TABLE I 
DEMOGRAPHIC DATA 

  Amount % 

Gender Male 29 85.29% 
Female 5 14.71% 

Age 
distribution 

Min age 21  
Max age 29  
Average age 23.88  
St. dev 2.38  
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experiments are based on a quasi-experimental design made up 
of two groups of 17 students in each group. 

In line with the crossover design, students were randomly 
assigned to Group 1 or 2 and the treatment consisted of using 
FENIkS. Group 1 did Exercise A without using FENIkS and 
then Exercise B with FENIkS, while Group 2 did Exercise A 
with FENIkS and Exercise B without FENIkS. We ensured the 
exercises are equivalent to minimize differences in scores due 
to varying difficulty levels. (See Appendix A for details of the 
exercises.) In both exercises, the students were asked four 
questions per principle and were also asked to write a short 
motivation of the answers for a more accurate scoring of their 
competences. The summary is used to identify answers where 
students guessed the correct answer. Answers without a 
summary or with contradictory summary were scored as a 
wrong answer.  

We collected the students’ demographic and other 
information using questionnaires administered at the end of the 
experiment. We included a question on self-reported prior 
knowledge to verify the students’ level of expertise in terms of 
UI design. Furthermore, a questionnaire on perceived 
usefulness and satisfaction was used to measure the acceptance 
of the learning environment, perceived usefulness, and 
satisfaction.  

Crossover design may present some carryover effects. 
Carryover effects can be mitigated by extending the time gap 
between the treatment (the use of FENIkS) and the no-treatment 
experiments with the expectation that the carryover effect 
would disappear during the gap. However, as pointed out in 
[63], this strategy increases the total duration of the trial. 
Conversely, the presence of a carryover effect for Group 2 
possibly shows that the students internalize the learning support 
provided by the tool. In previous research using a similar 
experimental design, the internalization of the support became 
apparent because students of Group 2 were using the terms of 
the learning tool when performing the exercises without the tool 
[64]. It shows an improvement in their ability to reason on 
models without tool support. 

D. Hypothesis 
Using the experimental design detailed above, we can answer 

the research question, “Does the use of FENIkS improve the 
novice designers’ learning of principles related to functional 

aspects of UI design?” by testing the following hypotheses: 
H1: Students make fewer errors with FENIkS than without 

FENIkS. 
H2: When using FENIkS, students make fewer errors in UI 

design principles for which FENIkS provides support ("to 
actively observe” or “observed by default"), compared to when 
not using FENIkS.  

Based on this hypothesis, it is expected that: 
Students in Group 1 will make fewer errors in exercise B 

(solved with FENIkS) than in exercise A (solved without 
FENIkS). Specifically, students of Group 1 will make fewer 
errors against the “to actively observe” UI design principles in 
FENIkS in Exercise B than in Exercise A.  

Students in Group 2 will make fewer errors in Exercise A 
(solved with FENIkS) than in Exercise B (solved without 
FENIkS). Specifically, students in Group 2 will make fewer 
errors against the “to actively observe” UI design principles in 
FENIkS in Exercise A than in Exercise B. 

H3: When using FENIkS, students make fewer errors for the 
“to actively observe” UI design principles than those that are 
only observed by default or without teaching support. 

Using the experimental setup, we can compare the results of 
the two groups, and it is expected that: 

The improvement for the “to actively observe” principles in 
FENIkS is greater than for the “observed by default” principles.  

The improvement for the “to actively observe” UI principles 
in FENIkS is greater than for the principles without teaching 
support. 

H4: The use of FENIkS has a short-term persisting learning 
effect on student’s test scores when it is no longer used. 

The setup of the experiment is such that Group 1 will not use 
FENIkS for the first exercise. Conversely, Group 2 will not use 
FENIkS for the second exercise after completing the first 
exercise using FENIkS. Therefore, we will be able to compare 
the results of the two groups for Exercise A and Exercise B 
without using FENIkS, expecting that students from Group 2 
will make fewer errors in Exercise B than students from Group 
1 in Exercise A. 

H5: FENIkS is suitable for novice UI designers (user 
acceptance). 

This hypothesis is tested using the questionnaires that 
measure the perceived usefulness and satisfaction at the end of 
the experiment. 

 

 

 

 
Fig. 7. Experimental setup. 

H1+H2

H1+H2

H5H3

H3

Principles
to actively observe

observed by default

without support
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E. Results of the Evaluation 
Table II presents the results of the question on self-reported 

prior knowledge. 

 
We measured how many errors the students made after 

completing both tests. 
 

1) Analysis of the error rates 
Table III shows the pre-test results, which measure the 

students’ knowledge of UI design principles (Min score 0, Max 
score 10). The average score and distribution of students above 
and below average for both groups are similar. 

 

 
The data of the exercises with and without the treatment were 

analyzed using a statistical comparison of error rates with 
paired and two-sample t-tests [65]. Assuming a normal 
distribution of the differences between the errors before and 
after the treatment, we can perform a paired t-test. Appendix D 
shows the distribution of the differences in errors.  

We tested the normality of the differences in errors using the 
Shapiro Wilk normality test [66], which is recommended for 
testing the normality of data [67]. The p-value for the entire 
group (0.799) is greater than 0.05. Furthermore, the p-value for 
Group 1 and 2 is 0.440 and 0.921, respectively. Therefore, the 
values appear to be normally distributed based on the results of 
the normality test. 

Table IV shows the paired t-test to compare mean error rates 
(without and with FENIkS) for the entire group, and Groups 1 
and 2 separately. We observe a decrease in errors with the use 
of FENIkS, as shown in Table IV. Therefore, we accepted 
hypothesis H1: Students make fewer errors with FENIkS than 
without FENIkS. 

 
Cohen’s d = 0.87 shows that the effect size is large, which is 

a significant result. Both the one-tailed and two-tailed p-values 
are very low (p < 0.01, 99% confidence interval). The effect 
size is large for Group 1 with Cohen’s d = 1.12 and medium for 
Group 2 with Cohen’s d = 0.71. 

 
2) Analysis of different kinds of principles 

For hypotheses H2 and H3, we need to analyze the 
differences between the principles, based on the type of support 
provided by the tool. Notably, we compared the average 
improvements for “to actively observe” and “observed by 
default” principles without teaching support (H2), and the 
improvement of “to actively observe” over the “observed by 
default” principles (H3). Table V shows the t-test results for 
various principles. 

 

 
Comparing the improvement for principles without teaching 

support with the improvement for principles with teaching 
support, we observe that the students performed better for 
principles with teaching support with significant results in all 
the tests except for Group 1 for the “observed by default” 
principles. Notably, comparing the ones without teaching 
support and the “to actively observe” principles, we observe 
that the improvement for the latter principles is more 
significant, as shown in Table V. Two-tailed for Group 1 “to 
actively observe” vs. principles without teaching support: 
0.000*** < 0.001**; two-tail for Group 2 “to actively observe” 
vs. principles without teaching support: 0.012* < 0.936. The 
results support H2: when using FENIkS, students make fewer 
errors in UI design principles with teaching support in FENIkS 
than for UI design principles for which FENIkS does not give 
feedback. 

A paired t-test shows a significant improvement for both 
student groups for “to actively observe” principles in FENIkS. 
The effect size is large for Group 1 with Cohen’s d = 1.21 and 
medium for Group 2 with Cohen’s d = 0.69. For “observed by 
default” principles, there is no improvement for Group 1, but 
there is an improvement for Group 2. However, the effect size 
is small for both groups with Cohen’s d = 0.28 and 0.49 for 
Groups 1 and 2, respectively. The results support H3, with the 
improvement for the “to actively observe” UI principles higher 
than for the “observed by default.” For the principles without 
teaching support, Group 1 has a difference, but no difference 
for Group 2. The effect size for Group 1 is large, with Cohen’s 
d = 0.94; conversely, the effect size for Group 2 is small, with 
Cohen’s d = 0.02. 

To gain more insight into the support of the hypotheses H2 
and H3, we calculated the error rates for each principle. The 
comparison of mean error rates between principles with and 
without support in FENIkS is presented in Table VII. Generally, 

TABLE II 
PREVIOUS KNOWLEDGE (SELF-REPORTED) OF UI DESIGN 

  The experiment 

Previous knowledge 
(self-reported) 

No knowledge 12.12% 
Little knowledge 18.18% 
Moderate knowledge 51.52% 
Extensive knowledge 18.18% 

 
 

 

TABLE III 
PRE-EXPERIMENTAL TESTING FOR BASIC KNOWLEDGE 

  error  Average (<5) Average ( ≥5) 
Group 1 4.41 9 8 
Group 2 4.35 10 7 

 
 

TABLE IV 
MEAN ERROR RATES: T-TEST, PAIRED TWO SAMPLE FOR MEANS 

  error  

without 

 error  

with 

 difference  p-value  
one-
tailed 

p-value 
two-
tailed 

Entire group 15.94 13.15 −2.79 0.000*** 0.000*** 
Group 1 16.06 13.12 −2.94 0.000*** 0.000*** 
Group 2 15.82 13.18 −2.64 0.005** 0.010* 

 
 

TABLE V 
WITHIN-GROUP ANALYSIS: PAIRED T-TEST FOR ERRORS 

    error 

without 
 error 

with 
   
difference 

p-value 
one-tail 

p-value 
two-tail 

Principles 
with 
teaching 
support 

“To actively 
observe” 
principles 

Group 1 5.76 3.76 −2 0.000*** 0.000*** 
Group 2 5.24 3.7 −1.54 0.006** 0.012* 

“Observed 
by default”  
principles 

Group 1 4.41 4.88 0.47 0.135 0.271 
Group 2 4.71 3.65 −1.06 0.023* 0.046* 

Principles 
without 
teaching 
support’ 

 Group 1 5.88 4.47 −1.41 0.001** 0.001** 
Group 2 5.88 5.82 −0.06 0.468 0.936 

 



TLT-2019-02-0048 10 

for all the principles, except “structure the UI,” the students 
achieved better results when using FENIkS. When not using 
FENIkS, the students performed poorly in “minimize the user 
memory load” and “speak the user language,” and achieved the 
best in “strive for consistency” principle. For the test where the 
students used FENIkS, they made the most errors in “structure 
the UI” and “minimize user’s memory load” principles. 
However, they made the least errors in “allow users to use 
either keyboard or mouse” and “provide visual cues,” which 
are “to actively observe” principles. When using FENIkS, the 
differences in the errors are shown in light green for fewer 
errors, dark green for the principles with best results, and orange 
for the most errors. 

For Group 1, the most significant improvement by using 
FENIkS is achieved for “provide visual cues” and “minimize 
user’s memory load” principles. For Group 2, the most 
significant improvement is achieved in “good error messages” 
and “offer informative feedback” principles. Generally, the 
most significant improvement by using FENIkS is achieved in 
“provide visual cues,” “offer informative feedback,” and “good 
error messages” principles in order. 

For all the “to actively observe” principles, each group 
achieved better results for the “to actively observe” principles 
when using FENIkS, and similar were observed for the entire 
population.  

For the categories “observed by default” principles without 
teaching support, no improvement was observed when using 
FENIkS except for “offer informative feedback.” 

 
3) Analysis of short-term persisting learning effect 

Table V shows a within-group analysis, but a cross-group 
analysis is required to measure the persistence of the learning 
effects. As shown in Table VI, Group 2 performed slightly 
better than Group 1. However, if we test the difference using a 
two-sample t-test, we observe that the slight decrease in errors 
is insignificant (p-values > 0.1). Therefore, we have no 
evidence for H4. 

 
4) User acceptance  

We tested H5 using a questionnaire (see Section IV-B) to 
measure the perceived usefulness. Cronbach’s alpha was 0.933, 
which indicates a high level of internal consistency. The results 
from the questionnaire on user acceptance are presented in 
Table VIII. The results for each group and the entire population 
are similar, as shown in Table VII.  

V. DISCUSSION 

A. Internal Validity 
The experiment did not include a control group because 

FENIkS is used in a course where students are graded. There is 
a psychological risk in classroom studies: “students may worry 
about whether and how their participation or non-participation 
in the experiment will affect their grade” [68]. It is also 
impossible/unethical to deny half of the group access to a tool 
that might improve their learning. As pointed in [58], ensuring 
that each student receives the same value from the experiment 
helps satisfy an important pedagogical ethic. Therefore, in line 
with the ethical considerations, we conducted a quasi-
experiment instead of a classic experiment in this research. The 
problems, as mentioned earlier, were mitigated by using a 
crossover design with two groups. 

To avoid the observer-expectancy effect, probably present in 
experiments involving students [59], we ensured the following: 
1. we randomly assigned each participant to groups, thus 

increasing the internal validity,  
2. we followed the same protocol in the same way for every 

student in every test we performed, and  
3. we used a single-blind study, where the students did not 

know which group they were assigned.  
 

TABLE VI 
CROSS-GROUP ANALYSIS: TWO-SAMPLE T-TEST ASSUMING EQUAL 

VARIANCES FOR “TO ACTIVELY OBSERVE” PRINCIPLES 
 error  

without  

(before–G1) 

 error 

without 

(after–G2) 

 difference  p-value  
one-tail 

p-value 
two-tail 

5.76 5.24 −0.53 0.323 0.647 
 
 

 

TABLE VII 
MEAN ERROR RATES GROUP BY PRINCIPLE 

 Group 1  Group 2  Entire population  
Principle  error 

 without 

 error  
with 

Diff.  error  
without 

 error  
with 

 Diff.  error  
without 

 error  
with 

Diff. 

To actively observe          
Prevent errors 1.41 1.00 −0.41 1.53 1.41 −0.12 1.47 1.21 −0.26 
Good error messages 1.41 1.24 −0.17 1.47 0.71 −0.76 1.44 0.97 −0.47 
Provide visual cues 1.94 0.88 −1.06 1.00 0.88 −0.12 1.47 0.88 −0.59 
Allow users to use either keyboard or mouse 1.00 0.65 −0.35 1.24 0.71 −0.53 1.12 0.68 −0.44 
Observed by default - with feedback          
Structure the UI 1.82 2.00 +0.18 1.65 2.24 +.59 1.74 2.12 +0.38 
Offer informative feedback 1.59 1.59 0.00 1.88 0.59 −1.29 1.74 1.09 −0.65 
Strive for consistency 0.94 1.29 +0.35 1.18 0.82 −0.36 1.06 1.06 0.00 
Without teaching support          
Visibility 1.59 1.18 −0.41 1.88 1.88 0.00 1.74 1.53 −0.21 
Minimize user’s memory load 2.65 1.29 −1.00 1.71 2.35 +0.64 2.18 1.82 −0.36 
Speak the user language 1.71 2.00 +0.29 2.29 1.59 −0.70 2.00 1.79 −0.21 
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To avoid a maturation effect, the students did not receive 

feedback on the first test’s solutions because the students’ prior 
knowledge could impact the test results. Although students 
reported moderate prior knowledge and a few extensive 
knowledge, the initial test reveals that all students perform at 
the expected UI design expertise level.  

Furthermore, the measurement of knowledge could also be a 
source of errors. In the pilot experiment, we observed that 
instead of an improvement, there was a decrease in some 
students’ test scores. This decrease could be attributed to the 
few questions per principle, and also because the questions 
were true or false, students sometimes guess the answers 
without understanding the underlying principles. In the final 
experiment, we solved the problem by having at least one 
question per principle and asking them to write a short 
motivation of their answers. It enabled us to detect guessed 
answers for true/false questions, making the results of the final 
experiment more reliable. 

B. External Validity 
The validity of the results is limited to the course described 

in this research, and generalization beyond this course requires 
caution. Nevertheless, the experiment’s external validity 
improved by making the subject population similar to the target 
population [58]; in this study, novice designers are the target 
population. The small sample size is a limitation for the pilot 
study. It was mitigated by replicating the experiment with a 
larger group of students. We performed a power analysis on our 
experimental design parameters, defined to detect a large effect 
size of at least Cohen’s d = 0.80. During the second experiment, 
the sample size was adequate to identify significant 
improvement, with a large effect size in the performed tests in 
general and a statistical power of 0.87 for each group of 17 

students and 0.99 for the entire group made up of 34 students. 

C. General Observations 
We evaluated the results of the question on self-reported prior 

knowledge using information about previous UI design 
knowledge collected from the participants during the 
experiment. Comparing this information with the curriculum 
used by the students, we observed that none of the students had 
taken a prior course on UI design, even those that reported 
medium to extensive knowledge. Therefore, we question the 
reliability of measuring previous knowledge by self-reporting 
and accept the evaluation performed in the experiment, which 
provides a more accurate measurement of the student’s 
expertise in UI design. 

Only H4 about the persistence of the learning effect could not 
be proved, which may be due to the short duration of the 
experiment. A study extending to several weeks could reveal 
different results with the expectation that the positive effects 
would persist if the treatment is applied several times 
consecutively. 

Furthermore, the experiment results show better performance 
in the “to actively observe” and “observed by default” principles 
than for principles without teaching support. This could be 
explained by the feedback provided, which states why a 
principle is considered well applied or not helping the students 
understand the principles. Achieving better results in “to 
actively observe” principles than in other principles indicates 
that the possibility of making various choices during design, 
interacting with a simulation of the UI, and seeing the outcomes 
of the choices made is a better approach than only showing the 
feedback to the student.  

The principle “structure the UI” had only one associated 
guideline in FENIkS. For the other of the principles, there were 

TABLE VIII 
QUESTIONNAIRE ON PERCEIVED USEFULNESS: ITEMS AND SCORES; RANGE 1 (LOWEST) TO 7 (HIGHEST) 

 Question statement 
Mean Std. dev. Mode 

Both G1 G2 Both G1 G2 Both G1 G2 

1 Using the prototype improves my understanding of UI principles.  5.79 5.81 5.76 1.15 1.24 1.06 7 7 6 
2 Using the prototype makes me understand UI principles much faster. 5.70 5.50 5.88 1.09 1.06 1.08 6 6 7 

3 Using the prototype improves my understanding of the relations 
between the conceptual model and the generated prototype components. 5.64 5.63 5.65 1.04 1.11 0.97 6 5 6 

4 Using the prototype makes me understand the relations between the 
conceptual model and the generated prototype components much faster. 5.21 5.00 5.41 1.25 1.32 1.14 6 5 6 

5 Using the prototype improves my interpretation of usability results from 
the generated prototype. 5.09 5.00 5.18 1.24 1.46 0.98 5 3 5 

6 Using the prototype makes me interpret usability results from the 
generated prototype much faster. 5.18 5.19 5.18 1.31 1.47 1.15 5 4 5 

7 Previewing the UI facilitated the creation of the Presentation model. 5.09 5.56 4.65 1.33 1.12 1.37 5 5 3 

8 Previewing the UI showed me the effects of the chosen options on the 
final UI, before UI generation. 5.48 5.94 5.06 1.33 1.20 1.30 7 7 4 

9 Previewing the UI helped me to decide better about design options. 5.30 5.44 5.18 1.22 1.06 1.34 5 6 5 

10 Previewing the UI allowed me to visualize what the generated UI will 
look like and assessing the result. 5.21 5.44 5.00 1.34 1.37 1.28 6 6 4 

11 Previewing the UI facilitated performing a “what-if” analysis. 5.15 5.13 5.18 1.35 1.27 1.42 6 6 4 

12 If I had the choice or opportunity, I would use this tool to learn UI 
design principles. 5.48 5.31 5.65 1.18 1.10 1.23 6 6 7 

13 If I had to vote, I would vote in favor of using prototyping in the 
classroom. 5.33 5.13 5.53 1.22 1.17 1.24 6 4 7 

14 I am enthusiastic about using prototyping in this kind of course. 5.33 5.38 5.29 1.22 1.22 1.23 6 6 5 
15 Using the prototype was a positive experience. 6.06 5.69 6.41 1.18 1.16 1.09 7 6 7 
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at least two associated guidelines. The limited number of 
associated guidelines is a possible explanation of why the 
students achieved the worst results for this principle. 

VI. CONCLUSION 
This paper presents and assesses FENIkS, an educational 

environment that combines simulation and feedback in an MDE 
approach to support the learning of functional UI design 
principles. To our knowledge, FENIkS is the first and only 
educational environment that supports the simulation of UIs by 
generating a functional prototype with feedback. FENIkS 
preview feature helps learners improve their design skills by 
quickly visualizing the outcome of various design decisions; 
therefore, they “learn by experience.” The UI feedback features 
in the generated prototype help learners validate the generated 
UI in a fast and easy way. Furthermore, the impact of various 
design decisions made in the PM can be compared in the final 
prototype by experimenting with a concrete form of an 
enterprise information system. Experimental results indicate 
that FENIkS improved the understanding of novice designers’ 
UI design principles, resulting in significantly improved 
learning outcomes. Furthermore, most students found FENIkS 
helpful in understanding UI design principles.  

Besides contributing to the teaching of UI design, the results 
of this research are also applicable to instructional design. 
Notably, students performed better with FENIkS for the ”to 
actively observe” principles than for others. It reveals that 
actively making choices during design and interacting with a 
simulation of the UI to see the effect of the choices made is a 
better approach than only showing explanations of well-
designed UIs to the student. From an instructional design 
perspective, this indicates that students learn more from errors 
than from explanations of correct solutions. On the one hand, 
some research showed that worked examples could be more 
effective than erroneous examples for teaching problem-
solving. On the other hand, simulation enables students to 
“experience” rather than “observe” the errors. Therefore, 
feedback and simulation help students because they can make 
changes to the options related to the principles and see the effect 
while interacting with the simulation of the UI and in the 
feedback (“to actively observe”).  

These results motivate the further development of feedback-
enriched simulation tools for supporting the learning of UI and 
application design. Further work could cover other aspects of 
the design process. FENIkS could be further extended to 
specify a user model, which would enable the consideration of 
a user’s skills and characteristics. The use of a user model 
would allow enhancing the support for learning UI design in a 
way that novice learners can check the outcomes of different 
design choices based on the user’s skills and characteristics. 
Furthermore, we plan to generate UI for other contexts of use. 
Presently, FENIkS only addresses the development of 
enterprise information systems in one context of use. However, 
since this approach relies on MDE, and incorporates an AUI 
model, future versions of the tool can adapt the generation of 
the interactive software system to other contexts of use. 
Generating the prototype for different contexts of use will 

enable comparing and giving feedback based on the design 
output in different UIs. 
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APPENDIX A EXERCISES 

A. Exercise A 
This model presents a system to manage the information about 
people and their bank accounts. With that system, you can cre-
ate a person, a bank account type, a bank account associated to 
a person, modify the bank account, block it or close it. You 
can also end (change to a final state) all of the objects.  

 
The following screenshots correspond to the generated system.  
1. Main window of the application. You are in Bank Account 
tab 

 
 
2. Main window of the application. You are in the Client tab.  

 
 
3. Window to create a person. You clicked on Create button. 
 

 

4. Window to create a person. You entered the name of a per-
son. 

 
 
5. Window to create a person. You clicked on the birthday 
widget. 

 
 
6. Window to create a Bank Account. You clicked on Create 
button. 

 
  
Answer the following questions: 
1. Select the correct answer. How can you make the applica-
tion easier and quicker to use for experienced users? Why? 
(one is correct). 

- By providing shortcuts for the frequent actions a user 
can make. 

- By minimizing the visual cues for known options. 

2. In the system, the user needs to enter his/her identification 
number (see screenshot 4). Is the way it is asked to enter the 
identification number correct? Why? 
3. Select the correct answer. The principle "structure the user 
interface" is applied in screenshot 5 by (one is correct): 

- Classifying/Grouping the methods the user can per-
form for the Bank Account.   

- Hiding some attributes of the client and allowing see-
ing them with the View details button. 

- None of the previous. 
Explain your answer. 
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4. Which of the following are examples of feedback: 
- The sound of the keyboard when typing. 
- The name of the link you can click. 
- The progress bar. 
- The position of mouse. 

5. In screenshot 5, the identification number of the client is 
asked for and a few fields lower, the date of birth is asked for. 
This is an example of the violation of: 

- Offer informative feedback. 
- Prevent errors. 
- Strive for consistency. 
- Minimize user´s memory load. 

Explain your answer. 
6. Select the correct answer. Having a title for each window is 
an example of the principle (one is correct): 

- Organization. 
- Structure the user interface. 
- Visibility. 
- Provide visual cues. 

7. In a system, the user needs to enter his/her matric number. 
Select the best way to show that to the user: 

- Enter your Matric Number (XXX12345): ________ 
- Enter your Matric Number: ______ 

8. Which of the following does not reduce the user's memory 
load? (one is correct)__ 

- Define intuitive shortcuts. 
- Disclose information in a progressive fashion. 
- Provide an online tutorial. 
- Stablishing meaningful defaults. 

9. A user specified a telephone number incorrectly on a data 
entry screen. Select the correct error message:  

- Invalid number.  
- Sorry, you entered too few digits.  You need to enter 

a 10 digit number.  Please try again. 
10. Select the correct answer. When you write your name it is 
shown in the text box name, as in the screenshot 4. This is an 
example of the application of which of the following princi-
ples (one is correct): 

- Organization. 
- Feedback. 
- Visibility. 
- Provide visual cues. 

Explain your answer. 
11. Select the correct answer. "Making visible all and only the 
information the user needs to complete a task at hand" is an 
example of the following principle (one is correct): 

- Offer informative feedback. 
- Prevent errors. 
- Visibility. 
- Minimize user´s memory load. 

12. One of the data items to be entered in screenshot 5 is the 
birthday of the client. Is it correct the way it is asked? Explain 
your answer. 
13. Indicate whether the following statements are true or false: 

Nr Statement True Or 
False? 

1 For the users it is important that the user interface pro-
vides them with handy shortcuts for important tasks. 

 

2 When the components of an interface are generated as in 
the screenshots, it is not possible to prevent errors. 

 

3 When several options are presented, their organization 
must be logical. 

 

4 When the user interface has the widgets grouped in sec-
tions the consistency is lost. 

 

5 The "Visibility" principle is applied in the presented sys-
tem because the system uses the same font in all the in-
terfaces. 

 

6 Allowing users entering the words True or False for the 
Boolean value of the field "Married" helps users to pre-
vent errors. 

 

7 Prompts for data or command entry should be displayed 
in a standard location. 

 

8 The error message shown in screenshot 4 is a good error 
message. 

 

9 When a list of options is shown, the options should be 
always organized alphabetically. 

 

10 In order to be consistent, the user interface should only 
use the keyboard or the mouse. 

 

11 A general principle of user interface design is to use as 
much as possible detailed explanation when an error oc-
curs. 

 

12 "Visibility" principle is applied in the presented system 
because the system provides a distinction between the 
zones to input data and the zones where data is shown. 

 

13 Showing one part of the information of the user inter-
face in one language and the other in other language 
helps different users to better understand the application. 

 

14 You are changing the way user accesses the methods: 
You should use menus for the creating methods and but-
tons for the modifying methods. 

 

15 The "Visibility" principle is applied in the presented sys-
tem because the system shows information in clear ta-
bles. 

 

16 The error message shown in screenshot 3 is a good error 
message. 

 

For the statements 13, 14, 15 and 16 explain your answers.  
 

B. Exercise B 
This model presents a system to manage the information of 
students and the subjects they are enrolled for. With this sys-
tem you can create a student, a subject, enroll a student to a 
subject, modify the enrollment, postpone it and suspend it. 
You can also end (change to a final state) all of the objects.  

 
The following screenshots correspond to the generated system.  
1. Main window of the application. You are in the Student tab 

 
 
2. Main window of the application. You are in StudentEnroll-
ment tab 
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3. Window to create a student. You clicked on me_cr_student 
item of the Creating methods menu. 

 
 
4. Window to create a student. You clicked on the age widget. 

 
 
5. Window to create a Student. You clicked on me_cr_student 
button. 

 
Answer the following questions: 
1. In the system the user needs to enter his/her phone number. 
Is the way it is asked in screenshot 5 correct? Why? 
2. Select the correct answer. The generated system presents 
methods classified in creating, modifying and ending methods. 
This is an example of the application of the principle (one is 
correct):  

- Organization. 
- Structure the user interface. 
- Consistency. 
- Visibility. 

Explain your answer. 
3. Which of the following are examples of feedback: 

- The list of pages you can visit. 
- Changing the color of already visited links. 

- The confirmation message when you enter an infor-
mation item. 

- The window's title. 
For the second item explain your answer. 
4. In screenshot 5 the systems asks for entering the date of 
birth and also the age of the student. This is an example of the 
violation of: 

- Offer informative feedback. 
- Prevent errors. 
- Strive for consistency. 
- Minimize user´s memory load. 

Explain your answer. 
5. Select all the correct answers. The design principle "Strive 
for consistency" implies that: 

- Each application should have its own distinctive look 
and feel. 

- Input mechanisms remain the same throughout the 
application. 

- Navigational methods are context sensitive. 
- Visual information is organized according to a design 

standard. 
6. Select the correct answer. The principle "structure the user 
interface" can be applied by (one is correct): 

- Showing appropriated images corresponding to the 
text that is shown in the interface. 

- Organizing items in hierarchical lists. 
7. When creating a new student, select the attributes that need 
visual cues: 

- Date of birth. 
- Age. 
- Phone number. 
- Address. 

Provide an example. 
8. Select the correct answer. When you enter a new student the 
name is shown in a row of a table, as in the screenshot 1. This 
is an example of the application of the principle (one is cor-
rect): 

- Organization. 
- Feedback. 
- Visibility. 
- Provide visual cues. 

Explain your answer. 
9. One of the data items to be entered is the age of the student 
in screenshot 5. Is the way it is asked correct? Explain your 
answer. 
10. Actions that are accessed in similar way, related controls 
that are grouped together, and messages that uses a uniform 
structure are examples of which UI design principle? 

- Permit easy reversal of actions. 
- Design dialogs to yield closure. 
- Offer informative feedback. 

11. You are designing a research submarine for underwater 
science and exploration. You are told that your users will all 
have PhDs in marine biology. Is it appropriate to use terminol-
ogy/metaphors from this field? Explain your answer. 
12. Indicate whether the following statements are true or false: 
Nr Statement True Or 

False? 
1 The system should allow experienced users by passing a se-

ries of menu selections and making an equivalent command 
entry or using keyboard shortcuts.  
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2 The error message shown in screenshot 3 is a good error 
message. 

 

3 It is better to give the users the largest number of choices.  
4 When the components of an interface are generated as in the 

screenshots, it is easier to prevent errors. 
 

5 Allowing the users using either the mouse or the keyboard in 
the system is an example of inconsistency. 

 

6 Providing clear visual distinction of data fields and their la-
bels is a violation of consistency. 

 

7 The error message shown in screenshot 5 is a good error 
message. 

 

8 When showing abbreviations to the users it is better to make 
them as short as possible. 

 

9 Showing appropriated images associated to the text in the in-
terface helps the visibility of the system. 

 

10 When introducing a name for a file, the field should be pre-
populated with the old name. 

 

11 Using technical vocabulary in a system makes it difficult to 
understand the system. 

 

12 Novice users should never be allowed using the keyboard for 
error prevention reasons. 

 

13 Command zone and message zone should be represented in 
the same way. 

 

14 Allowing users to select the value for the field "Last year" 
helps users to prevent errors. 

 

15 Showing the menus and window titles with the name of the 
methods in the system (rather than an alias) help users to un-
derstand how the system is built. See screenshots 2 and 3. 

 

16 The presented screenshots show a system that is not con-
sistent. 

 

For the statements 12, 13, 14, 15 and 16 explain your answers.  

APPENDIX B QUESTIONNAIRE TO MEASURE PERCEIVED 
USEFULNESS 
1= strongly disagree; 2 = disagree; 3 = disagree somewhat; 4= 
neutral; 5 = agree somewhat; 6 = agree; 7 = strongly agree 
Question Evaluation 
Using the prototype improves my under-
standing of User Interface principles. 

O1  O2  O3  O4  O5  O6  O7 

Using the prototype makes me understand 
User Interface principles much faster. 

O1  O2  O3  O4  O5  O6  O7 

Using the prototype improves my under-
standing of the relations between the con-
ceptual model and the generated 
prototype components. 

O1  O2  O3  O4  O5  O6  O7 

Using the prototype makes me understand 
the relations between the conceptual 
model and the generated prototype com-
ponents much faster. 

O1  O2  O3  O4  O5  O6  O7 

Using the prototype improves my inter-
pretation of usability results from the gen-
erated prototype. 

O1  O2  O3  O4  O5  O6  O7 

Using the prototype makes me interpret 
usability results from the generated proto-
type much faster. 

O1  O2  O3  O4  O5  O6  O7 

Previewing the UI facilitated the creation 
of the Presentation model 

O1  O2  O3  O4  O5  O6  O7 

Previewing the UI showed me the effects 
of the chosen options on the final UI, be-
fore UI generation 

O1  O2  O3  O4  O5  O6  O7 

Previewing the UI helped me to decide 
better about design options 

O1  O2  O3  O4  O5  O6  O7 

Previewing the UI allowed me to visual-
ize how the generated UI will look like 
and assessing the result 

O1  O2  O3  O4  O5  O6  O7 

Previewing the UI facilitated performing 
a “what-if” analysis 

O1  O2  O3  O4  O5  O6  O7 

If had the choice, or opportunity I would 
use this tool to learn User Interface design 
principles. 

O1  O2  O3  O4  O5  O6  O7 

If I had to vote, I would vote in favor of 
using prototyping in the classroom 

O1  O2  O3  O4  O5  O6  O7 

I am enthusiastic about using the proto-
typing in this kind of courses 

O1  O2  O3  O4  O5  O6  O7 

Using the prototype was a positive experi-
ence 

O1  O2  O3  O4  O5  O6  O7 

APPENDIX C CONTEXT INFORMATION 
Previous knowledge (in terms of having User Interface design 
and/or programming course(s) before) 
Previous knowledge on User Interface design in previous 
degree 

O1  O2  O3  O 4  

Previous knowledge on programming in previous degree O1  O2  O3  O 4  
Previous knowledge on software testing in previous de-
gree 

O1  O2  O3  O 4 

1: no knowledge/experience at all;  
2: little knowledge (a few hours course);  
3: moderate knowledge (intermediate level course);  
4: extensive knowledge (advanced course(s)) 
 
Years of programming experience (if applicable):______ 
 
I could use a new software application well … 

… even if I had never used an application like 
it before. 

O1 O2 O3 O4 O5 O6 

… if I had just the built-in-help facility or 
manual for assistance. 

O1 O2 O3 O4 O5 O6 

… if I had first seen someone else using it be-
fore trying it myself. 

O1 O2 O3 O4 O5 O6 

… using only the internet for assistance. O1 O2 O3 O4 O5 O6 
1: not at all confident  4: rather yes 
2: probably not    5: likely yes 
3: rather not      6: totally confident: yes 
 
On Average, I use computers (laptop, desktop, tablet) per day: 
□ less than one hour 
□ one to two hours 
□ three to five hours 
□  to eight hours 
□  eight or more hours 

APPENDIX D DISTRIBUTION OF THE DIFFERENCES OF ERRORS.  
TABLE IX 

DISTRIBUTION OF ERRORS BEFORE AND AFTER TREATMENT 
 Group 1 Group 2 
Student  error 

without 
 error 

with 
 difference  error 

without 
 error 

with 
 difference 

1 15 8 -7 12 12 0 
2 20 18 -2 16 6 -10 
3 9 4 -5 11 10 -1 
4 31 28 -3 11 8 -3 
5 11 9 -2 11 5 -6 
6 23 20 -3 16 12 -4 
7 17 13 -4 9 10 1 
8 27 20 -7 10 9 -1 
9 24 20 -4 19 20 1 
10 15 16 1 20 19 -1 
11 21 19 -2 24 24 0 
12 9 6 -3 16 21 5 
13 8 8 0 13 9 -4 
14 4 6 2 18 14 -4 
15 8 7 -1 22 14 -8 
16 19 12 -7 23 20 -3 
17 12 9 -3 18 11 -7 
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