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1 Introduction and Motivation

In compiler research, polytopes and related mathematical objects have been
successfully used for several decades to represent and manipulate computer pro-
grams in an approach that has become known as the polyhedral model. The key
insight is that the kernels of many compute-intensive applications are composed
of loops with bounds that are affine combinations of symbolic constants and
outer loop iterators. The iterations of a loop nest can then be represented as the
integer points in a (parametric) polytope and manipulated as a whole, rather
than as individual iterations. A similar reasoning holds for the elements of an
array and for mappings between loop iterations and array elements.

For most types of program transformations, it is safe to approximate the set
of integer points in a polytope by the polytope itself. Many researchers therefore
use polyhedral libraries such as PolyLib [18] and PPL [1] that exploit the double
description of polytopes in terms of both facets and vertices. In particular, some
operations can be performed a lot more efficiently on one representation than on
the other. However, the computation of one representation from the other may
also be very costly, as in the worst case the size of the output may be exponential
in that of the input. In practice, polyhedra that arise from compiler applications
are typically close to hypercubes, i.e., they have few facets and many vertices.

A different approach is taken by the Omega library [16], which specifically
handles sets of integer tuples satisfying affine constraints. There is also explicit
support for parameters, existentially quantified variables and relations between
pairs of integer tuples, making the library not only more accurate, but also more
convenient to use. Note that polyhedral libraries have no need for existentially
quantified variables since the projection of a rational polyhedron is again a ra-
tional polyhedron. The internal representation is based on the constraints of the
sets (although vertices are implicitly constructed during the convex hull compu-
tation) and most operations are built on top of an extension of Fourier-Motzkin
elimination [20] and a series of heuristics. The library is very fast on simple
problems, but rather unpredictable on larger problems. Furthermore, it is not
thread-safe and only supports machine precision. The library had also been left
unmaintained for many years and had grown a reputation of being unreliable
due to various unimplemented corner cases. Only recently have most, if not all,
of these corner cases been resolved in the Omega+ library [7].
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We present isl, an LGPL, thread-safe, C library for manipulating sets and
relations of integer tuples bounded by affine constraints using GMP [13] based ar-
bitrary precision integer arithmetic. The interface of the library draws inspiration
from that of Omega, but the underlying implementation is completely different,
favoring the use of a collection of targeted and efficient algorithms. The internal
representation is also different, with Omega transforming sets with existentially
quantified variables to unions of intersections of polyhedra and lattices in order
to be able to perform some set operations, while isl uses a representation in
terms of integer divisions inspired by the output format of PipLib, a library for
performing parametric integer programming [11]. The isl library is available
from http://freshmeat.net/projects/isl/.

The isl library is mainly intended to be used in the polyhedral model for
program analysis and transformation, but some of the many operations it sup-
ports can and have been used outside of this model. From inception, one of the
primary long-term objectives has been to provide all set and polynomial manipu-
lations required by the barvinok library, which, at that time, used a combination
of PolyLib, PipLib, Omega and GiNaC [4]. We have already achieved the short-
term objectives of replacing PolyLib in the loop generator CLooG [3], producing
better code by eliminating constraints that are redundant over the integers but
not over the rationals, and of forming the basis of an equivalence checker [22] of
programs that can be represented in the polyhedral model.

2 Internals

The main objects of interest are sets and binary relations over tuples of integers
bounded by affine constraints, which we will call polyhedral sets and maps,
respectively. Each map R is a finite union of basic maps R = J, R;, each mapping
a tuple of n integer parameters to a binary relation on tuples of integers, i.e.,
R; 1 Zn — 227 . 5y Ri(s), with

Ri(s)z{asl—mcgeZd1 de2|HzGZ"‘:A1w1+A2$2+Bs—|—Dz+c20}

and A; € Z™*% B € Zm*", D € Z™*¢ and ¢ € Z™. Sets are defined similarly.
The difference between sets and maps lies only in their use. Maps have domains
and ranges, can be composed with each other and can be applied to sets. Basic
sets are essentially projections of the integer points in a polyhedron and include
intersections of polyhedra and lattices as a special case. Note that in practice and
for reasons of efficiency, equality constraints are represented separately. For some
operations, it is convenient to have explicit representations for the existentially
quantified variables. In particular, we use greatest integer parts of rational affine
combinations of the parameters and the domain and range variables.

The core of the library is formed by an incremental LP solver modeled after
that of Simplify [10]. This solver is used in practically every operation of the
library. In particular, it is used in an ILP feasibility solver based on general-
ized basis reduction [9], which is in turn used to check the emptiness of a set,
producing a sample element if not. Such sample elements are used during the
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computation of the integer affine hull using the algorithm of [15], which is very
useful for reducing the dimension of a set by detecting implicit equalities and
for eliminating redundant existentially quantified variables. Finally, parametric
integer programming [11] is built on top of these LP and ILP solvers. Parametric
integer programming is used to compute the lezicographic minimum of a map and
to compute a unique (lexicographically minimal) representation for the existen-
tially quantified variables. The lexicographic minimum of a map R is a map R’
that maps each domain element * € dom R, to the unique lexicographically min-
imal element in its image, i.e., R'(s) = {x — y € R(s) | y = lexmin R(s, ) },
with R(s,z) ={y |z — y € R(s) }.

The above algorithms are used to implement the basic operations on sets
and maps such as intersection, union, difference, projection and emptiness check.
Other operations require additional algorithms, some of which are listed below.

— convez hull, a very “rational” operation, which therefore does not fit in very
well in an integer set library and is not implemented very efficiently. Still, it
is provided as it is used in CLooG. The algorithm is based on [14], extended
to handle unbounded polyhedra. The library also provides a “simple hull”
operation, which computes the smallest basic set that contains the input
set and that can be described using only translates of the constraints of the
input set. The result is an overapproximation of the convex hull, but it is
much more efficient to compute.

— set coalescing changes the representation of a set (without changing its mean-
ing) by replacing pairs of basic sets by a single basic set. The algorithm is
based on a variation of the constraints based technique of [6], but extended
to handle sets of integers. It is different from the algorithm of [2], which uses
both constraints and vertices and considers only rational sets.

— the transitive closure of a map R is the map Rt = Up>1 R¥. with R' = R

and R* = Ro RF~! for k > 2. It is computed approximatively using an
algorithm that improves upon both [17] and [5].

— dependence analysis [12] is a crucial operation for the polyhedral model.
Given a list of write and read accesses in a program, dependence analysis
determines which write instance is the last to precede a given read instance.
The algorithm relies heavily on the computation of lexicographic maxima.

— parametric vertex enumeration computes the parametric vertices of a para-
metric polytope and is essential for the computation in barvinok of the
number of elements in a polyhedral set. The algorithm for the actual vertex
enumeration is essentially that of [19], but the corresponding chamber de-
composition is implemented much more efficiently. Preliminary experiments
on a couple of non-trivial cases show that the implementation is orders of
magnitude faster than that of PolyLib and as fast as or slightly faster than
TOPCOM [21] (version 0.16.2).

— bounds on piecewise step-polynomials are computed in an approximative, but
usually fairly accurate, way using the algorithm of [8]. Step-polynomials are
polynomial expressions in greatest integer parts of affine expressions and
appear as the result of (weighted) counting problems over polyhedral sets.
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